Python Multithreading vs Multiprocessing: -

Use multiprocessing when you have to cpu intensive task and would take benefit of multiple core (more core of cpu) and avoid the global interpreter lock. ( effectively side-stepping the [Global Interpreter Lock](https://docs.python.org/3/glossary.html#term-global-interpreter-lock) by using subprocesses instead of threads.)

  Set deamon - True to create daemon process in threading

Multithreading thread are **light weight processes**, they require less memory overhead and hence are cheaper than processes.

* The **register set** and **local variables** of each threads are stored in the stack.
* The **global variables** (stored in the heap) and the **program codes** are shared among all the threads

Use multithreading when you have a task of multiple I/O or network usage.

How to stop thread that is running even timeout defined in join exceeds? Using Event

from threading import Thread

from threading import Event

import time

class Connection(Thread):

   StopEvent = 0

   def \_\_init\_\_(self,args):

       Thread.\_\_init\_\_(self)

       self.StopEvent = args

   def run(self):

       for i in range(1,10):

           if(self.StopEvent.wait(0)):

               print('Asked to stop')

               break;

           print(f'Child process is sleeping with count {i}')

           time.sleep(3)

       print('Child Thread is exiting')

stop = Event()

conn = Connection(stop)

conn.start()

print('Main Thread is start to wait for 5 sec for Child Thread')

conn.join(5)

print('Main Thread cant wait for more then 5 sec and now stopping the child thread')

stop.set()

conn.join()

print('Main Thread is exiting')

We can **never** set active thread to daemon or non-daemon (vice-versa as well)

If we want to change the **main** thread which is always non-daemon in nature to daemon nature then we will get a ***RuntimeError*** because when the program is started at a time main thread is also started so the main thread is an active thread and the active thread is not set to the daemon.

[multiprocessing](https://docs.python.org/3/library/multiprocessing.html#module-multiprocessing) supports two types of communication channel between processes:

* Queue
* Pipe

The [Pipe()](https://docs.python.org/3/library/multiprocessing.html#multiprocessing.Pipe) function returns a pair of connection objects connected by a pipe which by default is duplex (two-way). For example:

from multiprocessing import Process, Pipe

def f(conn):

    conn.send([42, None, 'hello'])

    conn.close()

if \_\_name\_\_ == '\_\_main\_\_':

    parent\_conn, child\_conn = Pipe()

    p = Process(target=f, args=(child\_conn,))

    p.start()

    print(parent\_conn.recv())   # prints "[42, None, 'hello']"

    p.join()

 Synchronization between processes : Using lock to ensure that diffentent thread/process are not writing/doing similar operation at same time.

Sharing state with processes:-

* Shared memory
* Server Process (Manager object)

from multiprocessing import Process, Manager  
  
def f(d,l):  
 d['name'] = 'MP'  
 d['purpose'] = 'Shared processs data'  
 d['written'] = 'Programmer'  
 l.reverse()  
  
if \_\_name\_\_ == "\_\_main\_\_":  
 with Manager() as manager:  
 d = manager.dict()  
 l = manager.list(range(10))  
  
 p = Process(target=f, args=(d,l))  
 p.start()  
 p.join()  
  
 print(d)  
 print(l)

Pool Vs Process: -

Management: -

The Pool class is easier to use than the Process class because you do not have to manage the processes by yourself. It creates the processes, splits the input data, and returns the result in a list. It also waits for the workers to finish their tasks, i.e., you do not have to call the join() method explicitly.

Memory: -

**While the Process keeps all the processes in the memory, the Pool keeps only those that are under execution. Therefore, if you have a large number of tasks, and if they have more data and take a lot of space too, then using process class might waste a lot of memory**.

The overhead of creating a Pool is more. Therefore, when there are a small number of tasks, and they are not repetitive, it is advisable to use a Process in this case.

I/O Operation: -

Both the Process and the Pool class use FIFO (First In First Out) scheduler. However, **if the current process is waiting for, or executing an I/O operation, then the Process class halts the current one and schedules another one from the task queue. The Pool class, on the other hand, waits for the process to complete its I/O operation**, i.e., it does not schedule another one until the current has finished its execution. Because of this, the execution time might increase. **Process is preferred over Pool when your task is I/O bound** (A program is I/O bound if it spends most of its time waiting for the I/O operation to complete).

import multiprocessing as mp  
import time  
  
def test(fname):  
 with open(fname,"w") as f:  
 f.write("Hi")  
 f.write("Hi 1")  
 f.write("Hi 2")  
 f.write("Hi 3")  
 f.write("Hi 4")  
  
  
def process\_performance(filename):  
 start\_time = time.time()  
 # filename = "text.txt"  
 p1 = mp.Process(target=test, args=(filename,))  
 p2 = mp.Process(target=test, args=("text-2.txt",))  
  
 p1.start()  
 p2.start()  
 p1.join()  
 p2.join()  
 end\_time = time.time()  
 print(f"Process :: I/O :: Total time taken {end\_time - start\_time}")  
  
  
def pool\_performance(filename):  
 start\_time = time.time()  
 pool = mp.Pool()  
 a = pool.apply\_async(test, args=(filename,))  
 b = pool.apply\_async(test, args=("text-2.txt",))  
 a.wait()  
 b.wait()  
 end\_time = time.time()  
 print(f"Pool :: I/O :: Total time taken {end\_time - start\_time}")  
  
  
if \_\_name\_\_ == "\_\_main\_\_" :  
 filename = "text.txt"  
 process\_performance(filename)  
 pool\_performance(filename)

**Process** :: I/O :: Total time taken 0.10791778564453125  
**Pool** :: I/O :: Total time taken 0.18415570259094238

Pytest:

Free and open source

Pytest can run multiple tests in parallel, which reduces the execution time of the test suite.

Pytest has its own way to detect the test file and test functions automatically, if not mentioned explicitly.

Pytest allows us to skip a subset of the tests during execution.

Pytest allows us to run a subset of the entire test suite.

Running pytest without mentioning a filename will run all files of format **test\_\*.py or \*\_test.py** in the current directory and subdirectories. Pytest automatically identifies those files as test files. We **can** make pytest run other filenames by explicitly mentioning them.

pytest -v # Will run all the test with verbose mode

To run specific files test just pass it

pytest <test\_file\_name>

pytest test\_compare.py

Pytest provides two ways to run the subset of the test suite.

* Select tests to run based on substring matching of test names.
* Select tests groups to run based on the markers applied.

To execute the test containing string:   
pytest -k <string>  
pytest -k great -v # This will execute all test which contain great in their name or test file name.

(venv) C:\Users\SVIJAY\PycharmProjects\Learning>pytest -k great -v

================================================================================== test session starts ===================================================================================

platform win32 -- Python 3.8.6, pytest-6.2.3, py-1.10.0, pluggy-0.13.1 -- c:\users\svijay\pycharmprojects\pythonproject\venv\scripts\python.exe

cachedir: .pytest\_cache

rootdir: C:\Users\SVIJAY\PycharmProjects\Learning

collected 6 items / 2 deselected / 4 selected

test\_compare.py::test\_greater PASSED [ 25%]

test\_compare.py::test\_greater\_equal PASSED [ 50%]

test\_great.py::test\_get PASSED [ 75%]

test\_great.py::test\_false PASSED [100%]

============================================================================ 4 passed, 2 deselected in 0.12s =============================================================================

(venv) C:\Users\SVIJAY\PycharmProjects\Learning>

Pytest allow to use markers on test cases. Markers are used to set various features/attributes to test functions. Pytest provides many inbuilt markers such as xfail, skip and parametrize. We need to import Pytest module in test file.

We may need to create pytest.ini file to register the marker to avoid warning while running the test.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAh8AAACZCAIAAAAASc9qAAAAAXNSR0IArs4c6QAAL8RJREFUeF7tnQd4W+W5+M/RtCwvyVvee+9tx07sDBISTCYhQAK5zBbScO8t0JK29196b3sLZZTSf6EUGkJCCKRJiLNInMR2Es94O95D8pQty7LlJVmWzj2y5BUi6XjISNZ7nvPwxOj73vF7X51X35A+dOOWhxG4gAAQAAKECViY0UckUsLNTb2hsJdvbmltghRIJugzuAwEgAAQAAL6JgDVRd+EQT4QAAJAwBQJQHUxxaiDz0AACAABfROA6qJvwiAfCKw2ArDostoiqh9/0OjoaP1IBqlAAAgAASBgugTQqJg4Y/He19uztrbWWKwFO4EAEAACpkwAZsZMOfrgOxAAAkBAXwSguuiLLMgFAkAACJgyAaguphx98B0IAAEgoC8CUF30RRbkAgEgAARMmcBqqy4kKoNhzlTdNDJq7KFdZe4YezjAfiAABIgTWG17xnz3fvBEHFPlf9vZV7+8M0qchQG29Nz1zoEkG5Vh7VmvH80VGaCRYBIQAAJA4IcEyM4cl7n/F0MZ9l4BPh4uTgxJ76DEoJCxWTYCgUC7SezQzaHWNZc//6rgbkFDa+/oBLZcLtiGbUsOZQhb+VJ0mYdEWiRLBG0tNUWVlSP2Ud6KxuwKnmFFZLnYghwgAARWH4H5M2MUKzc/P2dzyahRP8Qmh3qb6rjN9b3DimUMGCt4Q3JyiD5+6VSLZEl/M+5IW5sAfpB2GUMJooAAEFgBAvOqizXHywrr59a3DMDDbAXYgwogAASAwOolMG/dhWFtIx8SSRUIyzvKHeFWcQcNynEi39XH1132+RUf/d2JjvnzV04Pv/X8mo7z/+SHbM9wYyFjPdX5//qqtFs5RsMw942/+FXi+NkP/3xJPNULI0ft/u1PvGo+eu9kpdz24ed/uYPzg9mw7itH/pHdp+Jj5pa+YVu6D8fWTCbiN9y4ev56z7h69gzDKE6JTzy0LtyZbUlVjIv59Xezjue3jii1sLfolKySj5mtO/C7J8gX3oB1F4NKSDAGCAABLQTmrbtMSiVyBEUwhMFytkYGjXTdJcy2qyKvWlUnZi4Lv/QYd7YNW9FWcrOmbdgmKDU2nMnNrxrCUBQdGmSEx0W7Sspz28eUvShhmduiLWsvnmgcQJDJUXFvW3N1+QAz2I1en/ttVll1eV11eVNLm2hUrnz0W6c+fuhJL2lF8Y2c2i6ZY+y2FK/hylLuhMoA9+0Hn1lHb72acz2vprlr0jFuzVoPYX6xYBLVKXnWeopnREYYCdZd4K0MBICA8RBYbTuStZGnyurPfJxbkF+Zd+rk+XIZKzzQTd1cWFTYoXANiVFucMAwsn9ECE1cVt2kLB6orKelvLCmvJA3IEdkgrayAvzf+N3SO6HqbBWV7E1ryPnsiztFBZW5J0+eLUX8M6Id1JKpHFcW2lmWlVVecbe26PvLn//vPz692Dm1HqRTsvFkEVgKBIAAELifgClVl8nuXvVUFjLR0yNGrGdPIxXnVzTI7CNTHDEMoUSGBDBElYXtGKG9YWyWLTIiGFBYqL5kQxH1ihE79nR1kXXwhArX6O07YyNC3RytKOOCHi53aIKQZMhWIAAEgIDxEjCl6oJXjpkLU2AIPiem/htFx++VVEjtYsI8EUpIjA9dUFfWTDCoKAlFrVOfeuuD11T34W32CIVCne7ddeHUiat8Zuy6fYcOvvbu62/9ZscaL9pcSwiqgWZAAAgAAaMiYErVZe5KDF4TEEwxZ8ey7N6d2hF2SHSIf0QorbeksoNoGPE6hYlLL3787rHp+8tP3sttmqlbcmHVmdMfHXnnzcPv/+n97EZacOZzqe5EhUM7IAAEgICREjCl6kJxdpyesKI5OVkhQyPi2aihitqK8n6rwO3JvmY9FQX9P9gkphztkPCadP81IBIidHSsTfkNG+V3U7pHyHQyvjNCdTHdIkNCPJkYhiokw/za4uwSIWrHtiPPlaJJspGmFJgNBIAAEMAJzNszRjG3smDQzcwYTCuWOWlifBKl0ykK6YQC30hmABfB7+pr3DPGoZq5+FpQadZeSRseSrEdK7lxSblnbMazoUHz4PUJThRe8beXOqa3FM+8KrePjA/zYExKSSyOgzOHNtopnlo+kYrIHsmbQn0YCMnCxi004ZEDm+LMW3NLhXLlq2SfHQf2b/WwkCvoLFvXoMj16/2t+ZWXczvnyNckeRY57BkzgPQDE4AAEFgQgXnVxdI50Itjy2KxmDQUpVmwWGwbG/qEUDiuWBXVxY17/TuB3+atsaEe5P7ym9+cqhucnAdrRMKKSXMRXDuf06LeTzznZUlXh8QhODR+TWRUTGBYKKXtUr1AiQWV8ppaxliBiRFxycF+rlRhWfbJr2qH1JNusp66jgkH76g1kXFJIUHeNjJu+dljt7ij+KLPjGxNkqG6LCiVoTEQAAIGRWAV/orlPv+yE+/+qwdB5NKxCbl6ikr5bcqU9lNvftqo+VfCMNuHX3gjc/zc68fz50yZ/ajhwn8jmU4lIfTkPW/uIcG3KX/UWIByIAAEFkRgFa67zOzg2ptoPo/F7B6xByNySkh0UjTUVAwtiKBeG7tnvqXch3bkMc/l/ulMvZoNwoEAEAACq23sYmbv72StLpnjvY0zP2Sp+iWYb3759wYNj2kM9dny5huRPcfe++zWD6fFfqxEMbPzdbKhqLRLBE38IeUXPOECAkAACBg+gdVWXQyfOFgIBIAAEDAFAqtwZswUwgY+AgEgAAQMnABUFwMPEJgHBIAAEDBKAlBdjDJsYDQQAAJAwMAJQHUx8ACBeUAACAABoyQA1cUowwZGAwEgAAQMnABUFwMPEJgHBIAAEDBKAlBdjDJsYDQQAAJAwMAJQHUx8ACBeUAACAABoyQA1cUowwZGAwEgAAQMnABUFwMPEJgHBIAAEDBKAvOqC6ZA6TYuXv7BweFhgf5eTpZUBD8yy+Qv1oYjv37nlVA4rtjkMwEAAAEgQJzAvOpCsXbz9mChI33d3I5+Cc3ey9uRQVwUtAQCQAAIAAEgoCYwW10wBcnGno2KOridgkHxoIDL7ZMwWLZMQAUEgAAQAAJAYKEE5pxNiZHJVMW4WDSmOrARk1OtnFgkca9IoutglIUqXWR7LScfY1hw5lv/E2cxGbH38KZoSz7feeuhf9+c5DFSX9I7fcYww2vDln0Ht+7YvXbt2mBvm/HOxv4x9QmSmOfeV488azco8tv1s507Ho2PDbYZ47b1DGNTP9fP8E6L95XWXy3um/qT5Lb9xSOvxtJryxoHVA3M3NI3P/lvWx7dvS412dcJ6WttHZlUHz2pXTKGUZwSn9r11P7NmbvS12+IDPUkC+o7RBNEAJFo5mZ0GpU67yYp8PPSDOIgUSIuQBsgAARWMYHZ6oKiiomxkXHZ9EILxrDl2FFG+4Sj848H/vFgaKkuCGIfkJ7ohvJK8rusIzPC7XvLb7eah6UG0RoL64XKWmmb8eTLj7mM3C24kVvXMWIXtiExwoJXUDWkehbbhCbGe7DtHcZqbhRXNElsI+NSY6gtua2DShpzqwtG9sj4t4P+kuxTX94WT/XFrFMfP/Skl7Si+EZObZfMMXZbitdwZSlXfUiMVsmI+/aDz6yjt17NuZ5X09w16Ri3Zq2HML9YMF2ctMAOePz9F57YlpK+ee7tLM6u7jSUeP14mQKagQAQ+PEJzBm7zDeGZuvhypYL2/mjckP5LKyzulDKP7+YV03xf9iBe+x8binJZ1sorSGvohP3jOrs44TV5X197l57Vy+v9t6AU2JSsKz+WuvQTHXxH7vz/olr93q7WpurRI4paT5YXVH9wNzq0ouQnTf9LDNsvPDox1UidRm2Stq3JVCQ/cHfito6e3k1tSJOUkaEvOImb0y3ZGrQxo0h0vzPPi3h9gi6Wpqqy5oaeULxoJQA89G+5pbqwsq7BXPvxrbeUUIjnx8/88ACIAAEVjcBDTuSGQ4eLhayvs4+iTG5L5/Ej26U43u75PJJFJXL5QiKqh2cbM2+fOYaV0alMZgMcyZtbHgUYTIt5non7evuUf8tbeU29UiwuVsaSFSmBdMr89EMjvDWFze5s+MDNssWGREMKCxwsfhNEfWKETu2AyHJsg6eUOEavX1nbESom6MVZVzQw+UOTRAq5/jJm9zm+vvu3mHY42dMGQu2AoFVTOAB1QUjW7t7OlNHu7g9owiJ0JPO8AGh7MiNL/7PG//711/87gPlSfU/3cC632hMoV6FwWvSwN1j//XJuaqZJiga9shbH/z8la0O8ppbV5sVc45PRkkoap36FC5TdR/eZo9QKNS50jVL7rpw6sRVPjN23b5DB1979/W3frNjjReN2NZnfN1FVc/m3jQyVBfDT0awEAiYBIH7qwuGmDt7e1jL+9rbBBPIKiktGGYRufO5BEdhyem/Hv/43WP4/W3h8ELii2HNeR+/++W3BYOU0JQML9KcAoApMExcelEldur+8pP3cpsISccHWMKqM6c/OvLOm4ff/9P72Y204MznUt0J9fXf87a6ns0Utrc+2BNvTqgzNAICQAAI6JnA/G9TIlRbLy978mB7S/foqtp65OzMoY3VXrlZUtU6NZvULpZTFkZ2tL+prrXweFZBv336wXTP2d4DIiFCR8fa6lSTVG3dI2Q6GSE2hGC6RYaEeDIxDFVIhvm1xdklQtSObUcmYhov+8OZejbzj+wao5rKJOIntAECQMA4CcyrLgxHbxcrRCwcVJhbWaouJp28Gr6u393VJWVG7s5cnxYSmRy38ekDG/1lCw8Yik60Zf2zqN8xce9uN4q6gIjLC7hY5KZnH0uIiw9JeOiRZ//zicfWsInt25LbJW175vCenRvDI2KCYzI27ki1k/M62/HVI90XrLvoZgQtgAAQ+PEIzKsuNBqdhNJsXHy8fXxVt5e7He3HM265NKPoaMU3f8trlHut3Zu5Z1es90TxtWLpoqSjky03vr4itM3IfCSQMjU/hg7lnf70VCslPPnRZx7Zut5lvOS7j482EFyZLzt28kINGrh1yxMv7tidGWLeXnj808L+RVkGnYAAEAAChkQAjYqJMyR7tNni6+1ZW1trLNaCnUAACAABUyYAv5FsytEH34EAEAAC+iIA1UVfZEEuEAACQMCUCUB1MeXog+9AAAgAAX0RgOqiL7IgFwgAASBgygSguphy9MF3IAAEgIC+CEB10RdZkAsEgAAQMGUCUF1MOfrgOxAAAkBAXwSguuiLLMgFAkAACJgyAaguphx98B0IAAEgoC8CUF30RRbkAgEgAARMmQBUF1OOPvgOBIAAENAXAagu+iILcoEAEAACpkwAqospRx98BwJAAAjoiwBUF32RBblAAAgAAVMmQHbmuMz4T3cKCPV1d3JyVt2Ojo60cb5YaijnH7NZNgKBwJSjtVDfbcO2JYcyhK18KboSQcQw1pqf/fnp3Q85CLJr+QrcWs+db79ycHc4vaa4cXChxt/XnrXhyGs/iRi4WtS3Ir7cp11/JPUneYnAf5TuQONHwa4npfPGLjJhR2tLs+rm9g5jmGyS2BmLejIOxC6RACt4Q3JyiPUSpSysu2RAOOEdGkHC8MvTP9BqULjUurIw/fpprT+S+pOsHxL6lQo09Mt3ZaXPqy4K2djw1CUeJ7PY5mP8tp6RlTUHtBk9AYaovVYeEOFLQRBOlJ91Q1fPKjjd1OijAg4AgZUn8ICzKTGE7ugbYDvZ2dwqlJFWYkaFoNvGeDYlhpHtoh/fuinamWUmE9aXFAxEPBrT+sm/X2pWgsU89776ckLzN19jibvCOOYTg9y6q19dK+uWT0/+mLmlb9iW7sOxNZOJ+A03rp6/3jM+GxGG14YNm9f6urJpkyMDvJLbWefqBMrBJsbe8vwvd3B+MIPUfeXIP7L7CNKmBex77sBaq7GyrA8/uTdMKA2mZsb+GFj3VX/qdsXJ/8h3+9VL3vk3JvfE9P7howtclV5NNuukgc+MvfLQ0Nmf/6Vmyi+S2/YXXtmM5L399wstCgJzZVr0agFChKSWGGEYxSnxiYfWhTuzLamKcTG//m7W8fxW5Uc2IpK1R0obSc16dUbfeDNWp2vQYIUJzFt3USa9ArVw8XdjDPJa+BICb9qVNNcY111Izo8ceH4TS1Ry51pOQz8zbH2aA3Wip/T7poGp57VNaGK8B9veYazmRnFFk8Q2Mi41htqS2zqIKWNhnfr4oSe9pBXFN3Jqu2SOsdtSvIYrS7kTU3HBbDOefPkxl5G7BTdy6zpG7MI2JEZY8AqqhjAUmRwV97Y1V5cPMIPd6PW532aVVZfXVZc3tbSJRuUEQ2bmsy413IlGkXYW3eqcU9K0dme4J2x0H79SOBiXaDsw7plGrjov9kxzEt1Srbtos1kXDYZ3WryvtP5qMb7ugpE9Mv7toL8k+9SXt8W4v7ouHXq1dNdFUnuMEPftB59ZR2+9mnM9r6a5a9Ixbs1aD2F+sWByqTHS4ZEWvbpYGW/G6vIMXl9pAvdXFwSjWDs7WzEYljZW9Mkx8ZgMMZgaY4zVxTbxsXU+gusf/LWorbOXW9kw4ZsYZM2fV138x+68f+Lavd6u1uYqkWNKmg9WV1Q/gCeCVdK+LYGC7A/+puzLq6kVcZIyIuQVN3ljyucp1dnHCavL+/rcvfauXl7tvQGnxKRgWf211iEUVYyI+J19/E6yz0NhNk05py4187vwP4mXFlz+RGdp6d3i0hvXWsTKUkfsUlYXr4nyi9WU1NQkeza/8l81zOQ0uz51ddFi83St1Uhjprr0ImTnTT/LDBsvPPpxlYiQbTr0avZNJ0kdMQrauDFEmv/ZpyXcHkFXS1N1WVMjTygelOKD06XFSLtHVM16dcbReDNWp2vQYIUJ/HBH8uRgZ1NLS1vvCGrt4eNiCVuWlxQRSytLZKynb1gtZLSH/4OVLGlfd4/6ZWkrt6lHgjFUf7JZtsiIYEBhwTBn4jdF1CtG7NgO6raTrdmXz1zjyqg0hvJV2tjwKMJkWizJ2rmdUVQuEfGHxoiOdWb6Umlm8rr8kr4hcfmtWjGdRp+VSsBmjTSmpJCoTAumV+ajGRzhrS9uconuOSGgd5HctMdI1sETKlyjt++MjQh1c7SijAt6uNyhCd2DLZ3WaPdoKXqNN2N1QoMGK0zgAesuKgswBd0pMIg10ljfPbbCNmlSZ4zrLp673tkfUvnFb79sV01nTS20NM1bd0lp/fxQVt0Dnjh43wNJNnNpYJii7sQLpyuUjVF25IY9e6K87czI6k8AGCatPvryuXuzonz3frDPr/jo7050rMgAVLXukj78z/8+WqDOIiw4861XPUp+r1p30W7zFByNNPB1l0ObPdViJyrP/L+/3CP8mCbCSnuSayKpPUbKNYyIR9PTYjxd7cwpJNloe/214xdvtarmNlXX4mKkgyQBvZr8NamMNZAn22o1Y3Zogq+4UGh06uz/mJiQITQKdbV6vjJ+jY+OIebWFmS1NrKVtXpgQkA9psAwcenFj989Nn1/+cl7uU1TtR+ziNz5XIKjsOT0X4+rXv22cHqAREC0Ppug6IPHu0u3GcOa8z5+98tvCwYpoSkZXvimZyJ+LF2vFi1aYqSspqhcWHXm9EdH3nnz8Pt/ej+7kRac+VyqOxGrtbXR6dFS9Jpgxi41HtBfA4G5DwIze58gH0dzRKF609LNaIhMTnTyAQg/kEB/W+soOSxt9xpXWzbLI+nhDeH4Tl2C14BIiNDRsbY6bnM9frd1j5DpZET9RHV25tDGaq/cLKlqnXq1XSz/oWT82YeQFrntD8NIZixHa/PpwkjQaG3NCNmsVc9of1Nda+HxrIJ++/SD6Z4EWS5dLz6UfzBJrTFCmG6RISGeTAxDFZJhfm1xdokQtWPbzUO6qBjp8IiIXk2cjTdjlyFDQcSyEpizqo9/d5Jq42DPoqMKhEy3dnSxs1AMdHWPGEx9McZVfUV/m8giKCJhbVzaxvgop46Caktfp4F5q/ruovLLjf0PmBmTisgeyZtCfRgIycLGLTThkQOb4sxbc0uFcryxlOmXHhbkaYPi2zBcPMMyNiYEUK3pQxWX6gWzouT2kfFhHoxJKYnFccDL0WinmPBsEjP2p4d+si9lTdBExe0F7RnzmqjMq+iYzlL7gPREm27Vqr4um5U76DTSmFnVF6AKUTOPHrEpMdScW1QjVuhcxtCll8A7ShNJrTFCyD47Duzf6mEhV9BZtq5BkevX+1vzKy/nzuW5qBjp8IiIXk1OG2/GEggjNFlRArPVBUVRmXhIQja3Ztvb2lrTkXFRZ1vPML67Ree7d4UsNsbqgqLS/rpbxUV362vyb188VyMPTo5zERKrLqiU19QyxgpMjIhLDvZzpQrLsk9+VTuk/IUVPFb8Zh7qEBAUnRQa6s8mdeTf5LlGeY/Mry6Srg6JQ3Bo/JrIqJjAsFBK27zaoz1sqI1/eIg7dZxXk3+3j2hNUu0Ze3B10W0zseqC70jG6wu3gxK8blMQs6m8rl/791106yWQv5pIaokRLlXWU9cx4eAdtSYyLikkyNtGxi0/e+wWd3TuPsxFxEinR0T0anLaeDOWQBihyYoS0Liqv6JWEFNmjKv693mG+R947fmQyo9ev8YzlJpNjD20MlECkLEmGvjlcBs2HC8HRa0ySGy/wDB86BATGJG2cX0kQ9LWOb0DWe+6QQEQWDgByNiFM4MeDyAAYxe9pwUj5T9f2xGIq8HkkhFBY0XW8ZsNIr1rBQVAYLEEIGMXSw76zSMA1QUSAggAASAABJafAMyMLT9TkAgEgAAQAAJQXSAHgAAQAAJAYPkJQHVZfqYgEQgAASAABKC6QA4AASAABIDA8hOA6rL8TEEiEAACQAAIQHWBHAACQAAIAIHlJwDVZfmZgkQgAASAABCA6gI5AASAABAAAstPAKrL8jMFiUAACAABIADVBXIACAABIAAElp+AhmMEFXQ73/BgTzZFfZLY8isGiaZGAD8XOeXQJ796+y+7I9UHnnrufPtXb3/yyjbPpaPAz0X+9TuvhBI7rXLp6u6TYBu2bX1GhJUetOtP8rJDAIFA4D4CD64uNDsXZ8ZYb5dwcpEHGwJnIPBAApIB4YR3aAR+aDGGefoHWg0KB1cBKVbwhuTkEGs9eKI/yXowFkQCgXkEHlBdMLKNC8dyrLdTKAVYQGB5CTBE7bXygAhf/MxiTpSfdUNXD215FYA0IAAEDITA/b+RjClI1p5BHoyBpoZuCWJYJ1wZ4+lhGEZxSnzioXXhzmxLqmJczK+/m3U8v3VEFX4MI9tFPrZ1c6yzNWW0o/DqHWzL/sSWTw9faFSSd8v8wzMxDSd+88/WqeNBMdedhw5ndB59+dw9dVwYXhs2bF7r68qmTY4M8EpuZ52rE6jPqcY89776ckLzN19jibvCOOYTg9y6q19dK+vGjxpVqTZzS9+wLd2HY2smE/Ebblw9f71nfAHhpgXse+7AWquxsqwPP7k3TKgjPjO25md/DKz7qj91u+Lkf+S7/eol7/wbk3tiev/w0QWuyqpFe4TPjL3y0NDZn/+lZspBktv2F17ZjOS9/fcLLdpPrtSpV8sbFWNvef6XOzg/OLy1+8qRf2T36eSsJTeISNb+BNFGUmtOahe7WvPZQB7Hq8yM+8cuZCsOh4UJO/mGVlqMlbt75p5dyVY9OVdPfnrm3OVGme/6Z58OMcNU7pCcH979RLqDpPLWua9vNVAT1oWRCfuJ2WY89tweX1JdwXdfXr5eInHZsPPZx9zJaslTYsi+69ab1V+6fPa7WrFT7L5X0r3xIcNUVbNO3fXCvkBa890Lx6/k3sMC9+5/ap3FQpYNqNa2ljQS1QL/L2GLpxqaM7vq6jDfkFj/AE57TTPFYrYyLcWjuUZgZI91ezbb9mefv0KotBDQq8HH4YqbX31+5sRnd1ok2GhNzonP8H/j983qQUKcteSGLsk6aoD23NCakzrCuUrzeWFJDK2JEZhXXTDE3MnFFhno5A8rMAXdKTDS34lOTA60ejABKseVhXaWZWWVV9ytLfr+8uf/+49PL3Yq1I1ZoREOaHPuZ1/kFxdU3jh25q6QQRgk1ZrUV3r6zKcnCosLq/JOf3X27qRtRIDr3P6MsYp/nrmWW1WcfeWzU/VS+5BIb9XLVlHJ3rSGnM++uFNUUJl78uTZUsQ/I9qBsG4EGSn6259//5sPf/d2oZDQwGVGtBmD0VxdTQ16NIbTWl+F0ec4vBSPZuRjGMl5w9NJjn2F35zFR2pEXCKg98FiUFlPS3lhTXkhb0COyARtZQX4v/G7pXeCCGctuaFTsna/tHukPSd1SF6l+UwkT6DNQgnMVhdMgTGc3GypYn73kAIW8xcKUkN7WQdPqHCN3r4zNiLUzdGKMi7o4XKHJtRPPSsrK2SU3zes7jzS06OeMiOgfbI1+/KZa1wZlcZgMsyZtLHhUYTJtJjbU9rXPX3GsrSV29QjwdTPcjbLFhkRDCgs8I74TRH1ihE79kKqC4rKJSL+0JicgKXzmlBpZvK6/JK+IXH5rVoxnTbn08tSPJrSQaIyLZhemY9mcIS3vrjJVU8S6rSQgF6dMh7cQDtn7bmxSJVT3bR7tBS9qzWfl0Ib+moiQHbmuKhfw2h2HA59pKtnGN8phpJIdEu2LU3aLxxZ8BNET7jZLBuBQKAn4foSK25u66Pa+8VGpqTHp25OWhNpP9nRyhOp1j9sgjdF2PMrcquGVHP3NiGJ8W6isiuNUwMC64ANkRxh9c0KkepVq6CERC9xxaV6gfJPlB258cCh3Xv2rFu/JSV9c0qctxki75t+FbEJxUUNlF1u7J9qjI53V+aU1veq3GSFbIr0DQjHe6nuRH9zBB24l1XLJ/Rhf7GsGO4JG71llbfKK7ildyprOycQx6CMRJvuW8WNg0v0iOGdluAXEJC+OTnenzlZ/f1nV/oURH3RQZKAt+zQzWG2XRV51eL5azA6OGvNDZVaTZK1G6XDIwJ6NcqHfCaQD9BEReD+dReanW9oeMTU7W/PIPr+BJqaCOCf8YVVZ05/dOSdNw+//6f3sxtpwZnPpbpPN8eXOtA540R0XjjkCgVCmvsqviijkE/NqmGYReTO5xIchSWn/3r843eP4fe3hdNDIN3RwMepmLj0oqrj1P3lJ+/lNunuuPQW+OeWBwpZokdTTJrzcEe+LRikhKZkeOGbnolYu3S9WrRo56wjN4hY/6A2Oj1ail7I58WGxRT7zX2rTw50NrU0NU7f7SIpofenKWIj7DPTLTIkxJOJYahCMsyvLc4uEaJ2bDv14r1YLEaYTg6WanEWzs5zZ7YGBoSIGcfRVv2qOcfZChEOqgdvzs4c2ljtlZslVa3N9dzm+naxXL1kT8C2AZEQoaNjbXV4R/xu6x4h08nIQqKNL2+YsRytzYnvQtBp1pI8mpI+2t9U11p4PKug3z79YLonQR5L14vgVWTe54BpX7Vz1p4bKhmaJGulqcMjIno1yV+t+awzO6HBIgjMzozhY3rFpGxCpr6lUoW5vT1dAjNji6A624Xss+PA/q0eFnIFnWXrGhS5fr2/Nb/ycm7n1PZfyZh1UGKSvx8bwczZ/hnrIlypNrSB6ZkxmUjuFJ8eHuSAKsxYfus2bYpjdFy+nNsqUU6/SJl+6WFBnjYoRrF28QzL2JgQQLWmD82bGXMXlatnxu7zQSoieyRvCvVhICQLG7fQhEcObIozb80tFRJbBselMWN/eugn+1LWBE1U3Fb5QuBSzox5TVTmVXRMN7YPSJ+ZGVuSR/jMWLyvtP5qsQBViJp59IhNiaHm3KIase75MV16CTgmt4+MD/NgTEpJLI4DXvZHO8VTS2vaOWvPDZVaTZK1GqXDIyJ6NclfrflMIMjQZMEE5qy73NcXo1hCdVkwz/s7yHrqOiYcvKPWRMYlhQR528i45WeP3eKO4ishyk+mwy08oSUnIDokKtyZ1n47r9crwm1wurqgE11NzUOW3tHhsYkBbpYjDZfOf3O9V6ZUgaIyfjMPdQgIik4KDfVnkzryb/Jco7xHiFUXVMprahljBSZGxCUH+7lShWXZJ7+qHZreykbAa9TGPzzEnTrOq8m/2ze9SUFXP23VZYkezVSXPhTF6wu3gxK8blMQs6m8rl/7911069XllfJTQleHxCE4NH5NZFRMYFgopW16bUwrZ+25oVKrSbIWo3R6RESvJvmrNZ8JBBmaLJjA/d+mXLCAFexgjN+mXBAezGPvq68kzXybckF9oTEQMDQCkM+GFpEVtgd+I3mFgWtVR3CGyZBMBluAgEYCkM+mnRxQXUw7/uA9EAACQEA/BGBmTD9cQSoQAAJAwLQJwNjFtOMP3gMBIAAE9EMAqot+uIJUIAAEgIBpE4DqYtrxB++BABAAAvohgEZHR+tH8vJL9fHxaWlp+aFcqVRKp8NvOS8/cJAIBIAAEFg0ARi7LBoddAQCQAAIAAGNBKC6QHIAASAABIDA8hOA6rL8TEEiEAACy0Xgj1PXckkDOStJAKrLStIGXUAACAABUyEA1cVUIg1+AgEgAARWkgBUl5WkDbqAABAAAqZCgOzs7Dzjq0XM3lce35Q057ITFahO4TWEi81mi0SiH1oil8spFIJHRRmCH/fbwAreHB/IGOD1Tsw/N9dx069e3u/de7N8YP7/N0QfpmzCMJvEl95+YvsGe+HNhl7l7/m7Z/73C09tD6HfK2seWqLZ1uteP/xc6MD1u/0/Bg1NMVqiU3h3/Uleum2aJKxkxm7cuBE3Izs7W3/ugGQ9EZg3dsGP2cVGW/K+++7c9F3cqSe9IHaWgA1+uHxioNUqQSIRCSc8g0Lxg4cxzN3X33JwYHAVeKa/GOlPsv6wG6PN+qMBkjURmFddUBIJmRzsaGlpnb56Rw1l4AIhNBICjMHOOoVfuBd+JrJzhI9VI58PX3Q1ktCBmUBgWQnM+64+K/HJZ4LaT3ye10smkeUK7Yf6LasZhIQZ6Xf1zdzS0jev9XJi0SaH+lsL8y5dax9WzhphNhuf+Xmm0w/mefjXfvtFjgBvgM+MPZ3ceeWrgaBtazhW2Gh3dVHWN5U9EzOw6C6p6VtwyWz65GBvU87Ni7l8ifrTAOa+6ycvxLaeOY3EPRrsbC4bbK+/+U1ORY+c8LQS1W/30/tSLccrLv/t8/oRQh8ypmbGfudff0qYkomd/kWhy+vPehbkyXdF9P3p0yvtKrPNPNamb0zz5uA0RgY6ygouXWgUTqpe0m4zPjP24oahrCMf1025QHLZ9syLm5A77x290kYkUbXo1ZJ8OmOE99UWBYziGLc7Y024E9uCqpAM9zaUXT5VzB0hEn2dbwltJDXr1SlWGSNDytjfv/02btIbb7xBxHJoY1AE5q27mLtFRLLlUqfER7ZlJEWHuJoN8HiDMsLPI307ZozrLpjVmt0vPeYuqSrJyWvsmrCP3JgQgDXebRpHUEQ+JhZwW+5VDpgHutIab5+7VHmvsuFeZUsbb3BUjsO08EmLdGVZ20y23c2t5Y6wgpKjQpgd+Fnx2NSpyVbJu1563ENafTcPlyxziN6S4Dlyr5ynXryxDo6LcWPZ2Y/V5pVVNUtsw6OToyitt7lDGMEwmXmmJoU60ijS7pL87umipauvmWtshpsku2QoJs5WJHFLId27NOKR4iDKV627YOy0x17YzRkpL8691dA5yg7JiA83by++p/II0WqzmWdKrLe08YZy3QUjuaUe2O8vuXnm64JhVV+tlw69WvrqipGOKLhue/KpNDr3+p3c27Ut3ZMOMUlrXIWFpf1y3dFfkkda9OpkZWAZ6xe3HjcZ1l10xc0QX58/M4YXEhs/X0rdte+ycmpHHWMfXucH0xpLCptlRLwHteXWsRNFpcXVd06fvlip4MSHTG2kQGX8tsqSusqSDpECkQl4FcX4v/G7rW92dIJQZU0XPrtTXFSD971SPWkT4jO9CcMyItGT1pSHS76LS/72dFY54psWbjfXWsZ41fGsm7drynKyj51ulNoFhnkSd2a09NO/vfPfn7z9QYlI9+N7rlgzM0brvRqK/9YITltTDUYzm32RakXqrzh3/uipkrKSmvxzp7PKJtlhfpyF2YxhJKf0JxMcBEVnsvCxGBGPCOh9sBidMdIeBaqzCwvtqrx0ubKqvP7u9WvH/nTs6PfdyoErsehr9k27R1r06sRlvBmr0zVosMIE5lWX8Y6aoqKrF6/cbWprqci5VNpH9/R2WWGDVpk6lg0LGef3K+dClNcEnz+MsK3ZhL2U83t71Y2lvX0jCNPcQv2nUvJo3yBmYWbOxG+yqG8YsWM5zJU8IejhT3du47X0SBEGYcUIiiqkQ71DY8pR1IIuCs1M0VhUJhgarsxvGKbT5nw+meTmXDt/o32SSjNT2kwdHx5DLMyZxG0m0ZgWDI+HH17LGcg/cbtdPaWm0zwCenXKeHAD7VGQdbUPKFwiHsmMCg92cbCkSIX89naxjFBF1G6Qdo+Wotd4M3aRIYRueiMwr7qMdZTnF9YLpj4PoujwwKCcbmFJwYjOpejNSCMWrNwogW+emvEAU2CI8v8RvZTtZzsrwzL9Fy4FtVqz98gfD6vun26xQygU6lzBCmzqY/JUNAcrTv7+nxdqiOpdQjsSbpii8dbRD74+VzyCkMlznEVtItIP/terv33v3389ZfPz6Tb3K9JmM4qGbMZ7vbjZXlGTf6OVyHKL2n3dehfpsI4odF/51zfXBczo1F0vPXX4D4eP/OKRJA/qcryhdJBcgl4TzNhFxh666SJA/DmnSxK8/iACmEKBP9pnP6yiJBRR/r+lX7gUbLj8ymcfnpy+v/78L7ebly54qRJQdG5SzbqOYRbhjz4d6ygsO/f3r1U2ny0ZXog2DGu5o+xVNEQOSUzzQIk9ppeuV4uN2qOAonJRzflzn/z2z7/9+f//8KOcZlrgw88kuS7E5wcmlS6SS9Frghm71HhAfw0EZh8EGIZyEnc9nuFPm3rTYpi1HYs8NjQ4aTCr+sYYxMHBQYThZDc9+UN1dLREBoYG5ruCVxsyXnUWdokGRQgNHec1tLc24jePP0Km4buAl+3Clzfo1g7W5sso09HRmTped+1WWQ1vyuZOsXzeWEu37WPClgZeyanLRUK7tP2p7gS/Qrt0vQiiIUbao2DuEh4Y6G6Ov7UUE8O99aU5pULUlm03H+lioq/DI0J6NdA23ozVnT7QYmUJzFYXfCeOgD9sFb7u0bToAP+guI1bo+2H6mrh65RLCoi4qog36bNm/774mPjQ5F27Ho4k9xTf65kns1/Qq7AIiU1LCoqIC4qI4VgSmoocriziYeHr9++MiY4JjF2/ef/hPTuT2LIlWTu3MyPq2Zde+/WLrx2OZROyh4Bifk+X1Dx8x5a0lMDwhOj0J/dl+C7CXhSd4F358q7QIWHXdhcKEduWQa+mGGmPgtwufvNTL+/ITA8NiwyITEt/JMVW3t7dPm8pa1HR1+EREb2a4mW8GUsgA6HJihKYtyNZLuJ1DFt6hoWFB/nY0wbrb16+zR3DDGbsYow7klFpewt33MY7OiQq1s/DZoKbc+Vf3+PL63MvaXen1DYwODY5LCLKPziEzP2+qV85klHuSHYT1+VUqH8JxjIgJs5zuEr9KirtaGkbZfnHh0UnBPq6UAcqck9/Wy+ennRT7u51Haq82rzYH/JBrfxCgt2oY7za4rL+CYIjK+WOZE9Z9Z2qmQ8ldn5p8VY9yh3JKCrrbeOhdgH+UfHBQb4sUmdhXjsnwmt02qOpHckabZ67IxlVDLZ3UgJS1wcwWqoahNoXYHTrJfCO0xQj7VGY5Dd0yey9IpKVMQrwtpLxKrNOFrSPzlk+QzRJ1mKUTo+I6NUk39AyFn4JhkB6GmgTOPnYQAMDZgEBIIATUB3uAt+mNMZkgFV9Y4wa2AwEgAAQMHQCUF0MPUJgHxAAAkDAGAlAdTHGqIHNQAAIAAFDJwDVxdAjBPYBASAABIyRAKzqG2PUwGYgAASAgKETgLGLoUcI7AMCQAAIGCMBNComzljs9vX2rK2tNRZrwU4gAASAgCkTgLGLKUcffAcCQAAI6IsAVBd9kQW5QAAIAAFTJgDVxZSjD74DASAABPRFAKqLvsiCXCAABICAKROA6mLK0QffgQAQAAL6IgDVRV9kQS4QAAJAwJQJQHUx5eiD70AACAABfRGA6qIvsiAXCAABIGDKBKC6mHL0wXcgAASAgL4IQHXRF1mQCwSAABAwZQJQXUw5+uA7EAACQEBfBKC66IssyAUCQAAImDIBqC6mHH3wHQgAASCgLwJQXfRFFuQCASAABEyZAFQXU44++A4EgAAQ0BeB/wObFrBUWXhqvgAAAABJRU5ErkJggg==)

To run the marked tests, we can use the following syntax –

pytest -m <markername> -v

Fixtures: -

Fixtures are functions which run before each test case to which it is applied. It is used to feed some data to the tests like DB connection, url to validate and some sort of input values. Therefore, instead of running the same code for every test, we can attach fixture function to the tests and it will run and return the data to the test before executing each test.

import pytest  
  
@pytest.fixture  
def input\_value():  
 val = 36  
 return val  
  
def test\_divisible\_by\_3(input\_value):  
 assert input\_value % 3 == 0  
  
def test\_divisible\_by\_12(input\_value):  
 assert input\_value % 12 == 0  
  
def test\_divisible\_by\_10(input\_value):  
 assert input\_value % 10 == 0

Here, we have a fixture function named input\_value, which supplies the input to the tests.

pytest looks for **conftest.py** modules throughout the directory structure. Each conftest.py provides configuration for the file tree pytest finds it in. You can use any fixtures that are defined in a particular conftest.py throughout the file’s parent directory and in any subdirectories. This is a great place to put your most widely used fixtures.

Conftest.py

import pytest  
  
@pytest.fixture  
def input\_value():  
 val = 36  
 return val

test\_division.py

import pytest  
  
# @pytest.fixture  
# def input\_value():  
# val = 36  
# return val  
  
def test\_divisible\_by\_3(input\_value):  
 assert input\_value % 3 == 0  
  
def test\_divisible\_by\_12(input\_value):  
 assert input\_value % 12 == 0  
  
def test\_divisible\_by\_10(input\_value):  
 assert input\_value % 10 == 0

Parameterizing of a test is done to run the test against multiple sets of inputs. We can do this by using the following marker –

@pytest.mark.parametrize

How to use parameter in your test case can be understand using below example

import pytest  
  
@pytest.mark.parametrize("num, output",[(1,11),(2,22),(3,34),(4,44)])  
def test\_multiplication(num, output):  
 assert 11\*num == output

@pytest.mark.xfail : Pytest will execute the xfailed test, but it will not be considered as part failed or passed tests. Details of these tests will not be printed even if the test fails

@pytest.mark.skip : We can skip a test using skip mark.

import pytest  
  
@pytest.mark.xfail  
@pytest.mark.great  
def test\_greater():  
 num = 100  
 assert num > 180  
  
@pytest.mark.great  
def test\_greater\_equal():  
 num = 100  
 assert num >= 100  
  
@pytest.mark.skip  
@pytest.mark.other  
def less\_test():  
 num = 100  
 assert num < 130

if we want to stop the execution of test suite when n number of test fails. This can be done in pytest using maxfail.

pytest --maxfail = <num>

pytest -k great -v --maxfail = 1

By default, pytest runs tests in sequential order. If we have multiple tests to run then it will lead to considerable time. **We can run tests parallel with Pytest and will use pytest-xdist lib to achive this.**

Just install pytest-xdist and run tests by using the syntax pytest -n <num>

pytest -n 3

Another interesting use case for fixtures is in guarding access to resources. Imagine that you’ve written a test suite for code that deals with API calls. You want to ensure that the test suite doesn’t make any real network calls, even if a test accidentally executes the real network call code. pytest provides a monkeypatch fixture to replace values and behaviors, which you can use to great effect:

import pytest  
import requests  
  
@pytest.fixture  
def input\_value():  
 val = 36  
 return val  
  
@pytest.fixture(autouse=True)  
def disable\_network\_calls(monkeypatch):  
 def stunted\_get():  
 raise RuntimeError("Network access not allowed during testing!")  
 monkeypatch.setattr(requests, "get", lambda \*args, \*\*kwargs: stunted\_get())

By placing **disable\_network\_calls()** in conftest.py and adding the **autouse=True** option, you ensure that network calls will be disabled in every test across the suite. Any test that executes code calling requests.get() will raise a RuntimeError indicating that an unexpected network call would have occurred.

Marking tests is useful for categorizing tests by subsystem or dependencies. If some of your tests require access to a database, for example, then you could create a @pytest.mark.database\_access mark for them.

When the time comes to run your tests, you can still run them all by default with the pytest command. If you’d like to run only those tests that require database access, then you can use pytest -m database\_access. To run all tests except those that require database access, you can use pytest -m "not database\_access". You can even use an autouse fixture to limit database access to those tests marked with database\_access.

Use the --**durations** option to the pytest command to include a duration report in your test results. --durations expects an integer value n and will report the slowest n number of tests. The output will follow your test results:

$ pytest --durations=3

3.03s call test\_code.py::test\_request\_read\_timeout

1.07s call test\_code.py::test\_request\_connection\_timeout

0.57s call test\_code.py::test\_database\_read

**pytest-cov**

If you measure how well your tests cover your implementation code, you likely use the [coverage](https://coverage.readthedocs.io/) package. [pytest-cov](https://pytest-cov.readthedocs.io/en/latest/) integrates coverage, so you can run pytest --cov to see the test coverage report.

**pytest-bdd**

pytest can be used to run tests that fall outside the traditional scope of unit testing. [Behavior-driven development](https://en.wikipedia.org/wiki/Behavior-driven_development) (BDD) encourages writing plain-language descriptions of likely user actions and expectations, which you can then use to determine whether to implement a given feature. [pytest-bdd](https://pytest-bdd.readthedocs.io/en/latest/) helps you use [Gherkin](http://docs.behat.org/en/v2.5/guides/1.gherkin.html) to write feature tests for your code.